Development Notes: Envelope and the Damping-Constant method for the Acoustical-Resonance-Analysis

***The Envelope:***

The need for an envelope calculation method arises from the calculation of the damping constant where the envelope is an integral part of the calculation, so we decide to implement an envelope function corresponding to the standard methods usually taken in the digital signal processing. The calculation routine is based on the so called Analytic-Function which insists of a complex function where the core signal is the real part and the Hilbert-Transformation of the signal is the imaginary part. The Hilbert-Transformation of a signal has no negative imaginary parts and can be seen as a 90 degree phase shift of the original signal. The resulting analytic/causal signal can be used to build the envelope as shown in the picture above.
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The calculation of the Hilbert Transformation can either be done in the frequency domain or in the time domain. The frequency domain method tries to phase shift the signals complex frequencies while the time domain approach is to extract suitable FIR filter parameters for the Hilbert-Transformation and put the signal through a FIR filter. The FIR filter coefficients can be easily generated corresponding equations found in the literature. Because we haveour very well outperformed FFT implementation with the Radix and Winograd optimization, we decide to use the calculation into the frequency domain by solving the complex equation **H(X(jw))=-j\*sign(w)\*X(jw)** and transform the result back into the time domain. The Hilbert-Transformation can be found into the real part of the back transformation.

We implemented two methods for the envelope extraction where both calculate the analytic function first. The absolute value of the complex analytic function will be taken for the first function called **ENVELOPE\_CALCULATION\_METHOD\_ABSOLUTE\_VALUE** and a second method applies an FIR-filter with variable filter constant after the calculation of the absolute value. This calculation method is called **ENVELOPE\_CALCULATION\_METHOD\_FIR\_LOW\_PASS**.The methods is available in the RMathLib DLL via the COM Interface **RMLTimeDomain::HilbertEnvelope.**As follows the function signature from the DLL Specification. More details about the implementation can be found in the source code in the appendix.

**enum ML\_HILBERT\_ENVELOPE\_CALCULATION\_TYPE**

**{**

**ML\_HILBERT\_ENEVLOPE\_CALCULATION\_TYPE\_ABS,**

**ML\_HILBERT\_ENEVLOPE\_CALCULATION\_TYPE\_FIR**

**}**

**HilbertEnvelope**

**(**

**[in] VARIANT inputSignal,**

**[in] ML\_HILBERT\_ENVELOPE\_CALCULATION\_TYPE method,**

**[in] double firLowPassAlpha,**

**[out, retval] VARIANT\* envelope**

**);**

The FIR low passfilter in this function is implemented as **y[i]:=y[i-1]+alpha\*(x[i]-y[i-1])** and has the need for a suitable filter coefficient. The default value for the filter alpha is set to 0.54 corresponding the Hamming value.An empirical evaluated good value for the filter coefficient is **τ/N**with **τ**in **[30…60]** and **N** as the signal length.

***The Damaping-Constant:***

The availability of an envelope function offersthe extraction of the damping-constant with the help of an exponential regression. After the envelope is extracted, we begin with the peak point and build a point-cloud from the peak to the end of the signal which will be used to lay over an corresponding exponential function **y(t)=A\*exp(-b\*t)**where A is the proposed amplitude and b is the so proposed called damping-constant. The extraction of the exponential regression parameters can be outperformed while fall back to the linear regression with a logarithmization of the result. The filter coefficients for the envelope calculation will be trimmed to an empirical evaluated value, and will be set a priori inside the damping-constant function depending on the length of the signal.In this way an autonomous operation can be accomplished. The results of the damping-constantextraction are in real physical SI-Units (**[b]=1/s**) and independent from the sample rate. The Method is fully implemented and tested concerning memory leaks and exceptional input values. Following an example of an one second silica crucibleimpulse response signal, where the method found an damping constant from 5.46. As in the picture can be seen the proposed envelope matches very well the envelope of the impulseresponse signal.

![C:\Dokumente und Einstellungen\La.DOMRTE2\Desktop\Untitled-1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAxIAAAFQCAIAAACkqd/SAAAACXBIWXMAAAsTAAALEwEAmpwYAAAKT2lDQ1BQaG90b3Nob3AgSUNDIHByb2ZpbGUAAHjanVNnVFPpFj333vRCS4iAlEtvUhUIIFJCi4AUkSYqIQkQSoghodkVUcERRUUEG8igiAOOjoCMFVEsDIoK2AfkIaKOg6OIisr74Xuja9a89+bN/rXXPues852zzwfACAyWSDNRNYAMqUIeEeCDx8TG4eQuQIEKJHAAEAizZCFz/SMBAPh+PDwrIsAHvgABeNMLCADATZvAMByH/w/qQplcAYCEAcB0kThLCIAUAEB6jkKmAEBGAYCdmCZTAKAEAGDLY2LjAFAtAGAnf+bTAICd+Jl7AQBblCEVAaCRACATZYhEAGg7AKzPVopFAFgwABRmS8Q5ANgtADBJV2ZIALC3AMDOEAuyAAgMADBRiIUpAAR7AGDIIyN4AISZABRG8lc88SuuEOcqAAB4mbI8uSQ5RYFbCC1xB1dXLh4ozkkXKxQ2YQJhmkAuwnmZGTKBNA/g88wAAKCRFRHgg/P9eM4Ors7ONo62Dl8t6r8G/yJiYuP+5c+rcEAAAOF0ftH+LC+zGoA7BoBt/qIl7gRoXgugdfeLZrIPQLUAoOnaV/Nw+H48PEWhkLnZ2eXk5NhKxEJbYcpXff5nwl/AV/1s+X48/Pf14L7iJIEyXYFHBPjgwsz0TKUcz5IJhGLc5o9H/LcL//wd0yLESWK5WCoU41EScY5EmozzMqUiiUKSKcUl0v9k4t8s+wM+3zUAsGo+AXuRLahdYwP2SycQWHTA4vcAAPK7b8HUKAgDgGiD4c93/+8//UegJQCAZkmScQAAXkQkLlTKsz/HCAAARKCBKrBBG/TBGCzABhzBBdzBC/xgNoRCJMTCQhBCCmSAHHJgKayCQiiGzbAdKmAv1EAdNMBRaIaTcA4uwlW4Dj1wD/phCJ7BKLyBCQRByAgTYSHaiAFiilgjjggXmYX4IcFIBBKLJCDJiBRRIkuRNUgxUopUIFVIHfI9cgI5h1xGupE7yAAygvyGvEcxlIGyUT3UDLVDuag3GoRGogvQZHQxmo8WoJvQcrQaPYw2oefQq2gP2o8+Q8cwwOgYBzPEbDAuxsNCsTgsCZNjy7EirAyrxhqwVqwDu4n1Y8+xdwQSgUXACTYEd0IgYR5BSFhMWE7YSKggHCQ0EdoJNwkDhFHCJyKTqEu0JroR+cQYYjIxh1hILCPWEo8TLxB7iEPENyQSiUMyJ7mQAkmxpFTSEtJG0m5SI+ksqZs0SBojk8naZGuyBzmULCAryIXkneTD5DPkG+Qh8lsKnWJAcaT4U+IoUspqShnlEOU05QZlmDJBVaOaUt2ooVQRNY9aQq2htlKvUYeoEzR1mjnNgxZJS6WtopXTGmgXaPdpr+h0uhHdlR5Ol9BX0svpR+iX6AP0dwwNhhWDx4hnKBmbGAcYZxl3GK+YTKYZ04sZx1QwNzHrmOeZD5lvVVgqtip8FZHKCpVKlSaVGyovVKmqpqreqgtV81XLVI+pXlN9rkZVM1PjqQnUlqtVqp1Q61MbU2epO6iHqmeob1Q/pH5Z/YkGWcNMw09DpFGgsV/jvMYgC2MZs3gsIWsNq4Z1gTXEJrHN2Xx2KruY/R27iz2qqaE5QzNKM1ezUvOUZj8H45hx+Jx0TgnnKKeX836K3hTvKeIpG6Y0TLkxZVxrqpaXllirSKtRq0frvTau7aedpr1Fu1n7gQ5Bx0onXCdHZ4/OBZ3nU9lT3acKpxZNPTr1ri6qa6UbobtEd79up+6Ynr5egJ5Mb6feeb3n+hx9L/1U/W36p/VHDFgGswwkBtsMzhg8xTVxbzwdL8fb8VFDXcNAQ6VhlWGX4YSRudE8o9VGjUYPjGnGXOMk423GbcajJgYmISZLTepN7ppSTbmmKaY7TDtMx83MzaLN1pk1mz0x1zLnm+eb15vft2BaeFostqi2uGVJsuRaplnutrxuhVo5WaVYVVpds0atna0l1rutu6cRp7lOk06rntZnw7Dxtsm2qbcZsOXYBtuutm22fWFnYhdnt8Wuw+6TvZN9un2N/T0HDYfZDqsdWh1+c7RyFDpWOt6azpzuP33F9JbpL2dYzxDP2DPjthPLKcRpnVOb00dnF2e5c4PziIuJS4LLLpc+Lpsbxt3IveRKdPVxXeF60vWdm7Obwu2o26/uNu5p7ofcn8w0nymeWTNz0MPIQ+BR5dE/C5+VMGvfrH5PQ0+BZ7XnIy9jL5FXrdewt6V3qvdh7xc+9j5yn+M+4zw33jLeWV/MN8C3yLfLT8Nvnl+F30N/I/9k/3r/0QCngCUBZwOJgUGBWwL7+Hp8Ib+OPzrbZfay2e1BjKC5QRVBj4KtguXBrSFoyOyQrSH355jOkc5pDoVQfujW0Adh5mGLw34MJ4WHhVeGP45wiFga0TGXNXfR3ENz30T6RJZE3ptnMU85ry1KNSo+qi5qPNo3ujS6P8YuZlnM1VidWElsSxw5LiquNm5svt/87fOH4p3iC+N7F5gvyF1weaHOwvSFpxapLhIsOpZATIhOOJTwQRAqqBaMJfITdyWOCnnCHcJnIi/RNtGI2ENcKh5O8kgqTXqS7JG8NXkkxTOlLOW5hCepkLxMDUzdmzqeFpp2IG0yPTq9MYOSkZBxQqohTZO2Z+pn5mZ2y6xlhbL+xW6Lty8elQfJa7OQrAVZLQq2QqboVFoo1yoHsmdlV2a/zYnKOZarnivN7cyzytuQN5zvn//tEsIS4ZK2pYZLVy0dWOa9rGo5sjxxedsK4xUFK4ZWBqw8uIq2Km3VT6vtV5eufr0mek1rgV7ByoLBtQFr6wtVCuWFfevc1+1dT1gvWd+1YfqGnRs+FYmKrhTbF5cVf9go3HjlG4dvyr+Z3JS0qavEuWTPZtJm6ebeLZ5bDpaql+aXDm4N2dq0Dd9WtO319kXbL5fNKNu7g7ZDuaO/PLi8ZafJzs07P1SkVPRU+lQ27tLdtWHX+G7R7ht7vPY07NXbW7z3/T7JvttVAVVN1WbVZftJ+7P3P66Jqun4lvttXa1ObXHtxwPSA/0HIw6217nU1R3SPVRSj9Yr60cOxx++/p3vdy0NNg1VjZzG4iNwRHnk6fcJ3/ceDTradox7rOEH0x92HWcdL2pCmvKaRptTmvtbYlu6T8w+0dbq3nr8R9sfD5w0PFl5SvNUyWna6YLTk2fyz4ydlZ19fi753GDborZ752PO32oPb++6EHTh0kX/i+c7vDvOXPK4dPKy2+UTV7hXmq86X23qdOo8/pPTT8e7nLuarrlca7nuer21e2b36RueN87d9L158Rb/1tWeOT3dvfN6b/fF9/XfFt1+cif9zsu72Xcn7q28T7xf9EDtQdlD3YfVP1v+3Njv3H9qwHeg89HcR/cGhYPP/pH1jw9DBY+Zj8uGDYbrnjg+OTniP3L96fynQ89kzyaeF/6i/suuFxYvfvjV69fO0ZjRoZfyl5O/bXyl/erA6xmv28bCxh6+yXgzMV70VvvtwXfcdx3vo98PT+R8IH8o/2j5sfVT0Kf7kxmTk/8EA5jz/GMzLdsAAAAgY0hSTQAAeiUAAICDAAD5/wAAgOkAAHUwAADqYAAAOpgAABdvkl/FRgAAVJ9JREFUeNrsvX1wHdl55vecvhcAySEIXn4C8yFoQMxa4x15Z0OqyLWEmbINJus4MbkVgUmtnT+UqgC25JlJxasCJpUqV9bOkrArsijurgzU1sobS5sEVJLhprwriYh3PZSdsZdYUxpKlCySmjua4ddwCHLIIfFxu0/+ON19zz2nu2/f73txn584UKNP9+lzuvviPPd93/Me0d/fD0IIIYQQUo7s3ud3VHrOS/N5AKcmh+NK44qS66xvhYQQQgghzeDCoaELh4YuHAz+HRq6cGgoLD15CScv+dujY6agCYsqIuGshCL76k2mtQ1If3Upu7r7bAC7z+6z++w+u18XnPiRFgLSgRSQkBISunIinYUQvAeEEEJIg2SThIBUQ60AHECggcqpOgMVIYQQQkgbyCZAaSZHwBEQAqLByokQQgjpbkTwr7qTRfnqSeNkkyy91Y6mnEjHIfnUCCGkwWQycBzf0FCF7BHBv/orJ4GBHidNtEYu6+SyzkbRoM2UTcKUTQiUEyCPvEqDU6e9PvySQQghDaY/k+rvbZQ2EgKiiFaqaakyY7kKQ1ZmjowoEQ4C+MD1ADgZv3nZqPoGMo4QkJA7ejpYOQXysFHWgoRbIyTgyRLlJAQcABJUToQQQkg4Yv7NLX33XQCAV2bE9qdZ+cah4J9QO5x4m1F55eQAQsCTcCWEJhykBCQgIb2wDciW6ruBrANIIeF6WHflUG+mQ5+E12D3SrRsev6N6xCQEPBvtf/EgiBxBjkRQgghakzM/KdbBn6wuqo0k5fuJAehUUQKIZWpQkrE+9mSLE8e1HUdLyiVRbOWUkUZrSoh4AjIPiE2CdEnRJ8Qj1zvoSc9ZbGSIiPFk73ZDnwWDfetxN6U59+4fuHQkCfhSAgBqbnqICGEhBQXDg19mp+YTkBK+ukIIaQRtoceQLy+ch8CnlvRoF20B0kJR/juPVlqLAl/EVG+JwGhHHNwHOl5wR7/MAkZyoh7rqsq7nEcRwgH6HEyAFwpAbnmSRfIAA88uQkCkA89b5PTecNGyvjrqckp13UzmYzjONq99fmnX/6n1cgmXzkdHJKQnoQTKCcliSUgIKUUrznuc/zctL8Ap2YihJCGyCbx3+S2zS/fzmSUc2YTsA645cd3309X8gVXQgJSSt3NY5wlDOWUFXBEZs1zAfQ6zprnBZqpKCOEAyEBB9JDjxAOICQ8T3qAEMgKsQYJ1WiJvizWPbgSK57XkU9EiLJ+Os/zbr9/e3x8fM+ePdls1nGcUDl98xvfLPfEy6lhqQU5hTYnIZmSgBBCSLcjIQqQjgMpscnpF04WyKqxVZS3i8hiygHpRyBpI76lqQA70tmVQmmmPuGseAUPntJcGSF6HSEEeh2hDFBC4vf+Ru6h6z5w3U0ZZIVwAHjS9VCQkNJv9Ieutwa5Bm+1M+dgB5op6fZLKZ9++ulvfOMb165dW11dLRTWXbfgeZ6XQimWkU1hkFOJcpJK0FE5EUII6XbhtKMn4wA9or+QcUTGEY4jiqFLybJJ+w1qmJVaRLE91vuUGjf8C61KD4AjHABZIXJZZ2dvBsC6lFszYiDrOMCrf72sDu4VYouDXNYRQWYhCWSF0ysw0OPkejIDWQcCA5nOnVJX1uAkh4eHv/mtb167dm1lZXVtbX19fb1QKNQqm6KVk6By6rTXh3mbCCGkIYj/7fa9goALT8XICAHhz2mzpVPJPunHcUMWh3lpjf0JQsqWX8jCExAZyHuuvLHiSomsgIB45MqCRKG0aq/ULrPieesSdwvenXX33roHiXuutyGfWSaT8TzX87ynnnzqW9/61rVr11ZWVtbW1tbW12S58TKVkIxWTtorQOXU7h9rxjYRQkhDbBryXa8AB4AHbx3ShfRk0nQ6c1T2wp9C+lPlojNemjtDO5MDkYHTg2wPsp7MAHJNYt3zIOTe3syntvetedItVQPvrhWEwAM3nHiHXI8DYFvW2d2T2dOT2ZZ1NjnORn1qjuN4nud50pNyaOjxb33rm9evX3+0srK2ul7+3JTX0JWTWqxOlqbBpHIihBDSbXhYE3AgIaUnPVd6BUhPTXCTUcIn8hf/SOEI4QhfOSHKwiQjdZvv4UMYSS4AIYSAxK0199/dWV3x5Lp1akGiJ+PkehyVH1JdcrMTDPBS9GzoB+e6npSudF3peYNDj3/rW9+6cf36ysqj8maI0bHhuLL/SsjHIXcBAwI7IQFsAiDRnytA4uHdDLSY/sCMKLbucMff762o9S/N5wGcmhyOK40rIoQQQlqN0ihCBbBIeL7ugAhDJISVOcASQo6Ao46TojQ3ZVQFpZUJFI1PMhiRKwvO6AcKQD+QlVgXkECvlNc2qKviP37ul9bW1gDpul7BLXie5xbca9ev/cLP//y77177kx8kTaYTkW48KeXav3+98JMrhXff8t6/Je/dASDfvwnPQ6HwYDUvILdmnvAfapgUSDgQ4n7h3a09T+48/ZfpO/ClHwgAL39MVlFKUn6qwdUECSGkMUiJ0GIjPT0uIiJpnp5OKTwdgOfBk6VL06UXLdL6k1853gd3xOoaPCmyGbm+Lgaf2KjP63Of/dzDRw+V/vE8r1Dwp9Fdv35938i+f/6Vf+4FAHAC1Mo3WRHzWLZkxN/Y0jOyOTu8KetBfmJbX9bBjqyzNSMGnxSOJ955910B9PRl3DU3HJM9iYFBvPOTd975O48//8b1lB04ecmX65WWjo4NXz6Xb+Gtb20DKry66O7uswHsPrvP7rfN1cMRLbBGCSEEHH9NFCGllEWfW7O6v7fHyThCRVj1CXFlpbBRn/5nf/2zWzZvQTA70fM813Vd1903si+bzWYySQvLxKa7fOjKC/fXLtxfAzC8KftX99d/+rHsi7lNAo6XEY5US68U80go5eTnEIeUUlw4NJReORFCCCHdgunnkVICwgsShSN59lyDuLnuPdmXgUCf41x5tL6Bb39yHvBkUq04k18p5FcKDjb91GNujwDgFHokhJDSn1tn5BAX/ktA5UQIIYSklFLFtXdbFVXxzqrKb+7yccRRwfTCv/xg9caqC2Blu/vH//BGOLduYNDMIc65de3+xYYQQkib/Z32w8Cll+CeI50kmwD0OeLSh+t3n/BtdylziJOWw7xNhBBCSLNl09k7K++sug92Fc13R71MXCZMx9+QNDgRQgghpLtk00NXfuf+2tw7D344fl/ff+a4aXNCuOKvgAPQVUcIIYSQjS+b1OR/XTlFHhZ665RiCrN7BQuwMMipxTC2iRBCCGm4bEqPUk6etRohw8PbAcY2EUIIIQ2UTYadKa1ygoBoi4l1VbSfEEIIIaQa2VQl9sS61iknQgghhJA2lU0nL8WkJKByajWMbSKEEELaSzYp7Il1VE4th7FNhBBCSDvKJoA2J0IIIYRQNlE5EUIIIaRbyY6ODccU5UfHhqXMRx2QB6DvD7bVwf4pnwZec1xICEgthxMkkAkWd5YQF1988v/FO0aFyZfTSW5/E+5gc65S49V/9Hr+mReGu7b7bAC7z+6z++w+u99Yvvg9APjCd0t2/v5FAPji94vT+0fHhsNttWHM/L9waOjCwaHvHBz87sHBi4cGLx4a/N4hf+O7Bwe/c3DwwsGht44OJeQLOHkpNptAwo1rTgICvrjsPu8/u8/us/vsfvc0INZJ53kAsPqoZGdhHZXKlNBbNzCY5K078iq9dYQQQghpa+JlkwsAKw9KZdMqfOGTiCGhGOdECCGEkI0sm1SmH7fUvOQWikUVkaycVPwTlVPjYN4mQgghpIGySWX6yfSU7Mxki0WVkpDPSUgqp8bCvE2EEEJIA2WTkwGATVtLdmb71CBc5cUSbE5C0ltHCCGEkA6VTQ4A9G0ulU09tV4vWjlJgHFOhBBCCOlQ2SQcAHCyETvTe3wicwdEKCdB5dRYGNtECCGENFA2+TpJJP1aNdHKCUXl5EBCygsHhxohnpqT0qmtYGwTIYQQ0nDZ1Dh05SQFYGQlEHCY0okQQgghXSibIg08oXLyl18JlJP6x2SYhBBCCOlG2RSHrpzCCHEYyklW7LDrQjdcMoxtIoQQQjpeNiFmbh0C8RQoJ8aJ1wRjmwghhJCNIJtgZcKUpcpJFXCGHSGEEEIom0qUkwdI6YsnXzkxNwEhhBBC2l82GTExDQ2Ref6N68//xXUI4VlmJyqnGmFsEyGEEFI72dGx4eiB1svv+9SwV8jv++RH/F0C0nt7dGxYyrwQ0E8cHRsG8tYGYnbaFEs/DbzmuGqJOhUYLoULINubkUAmEFIecPGFJyHco9F1lrlcfFHF1LGqxl1diHyD2tkR3WcD2H12n91n99n9Cm0NsjhJDSIMEc5ePpePPMfzcOXb+dVHuPJnb4c7C+sIj1cbqunGTn0jbqdNWPoccOHQECQA6QQ5xAtrrgg0kwSkhAQyfdmvr689/8b15AorKqr0ydWrqkZfvRHt7KDuswHsPrvP7rP77H7txDrpPBcAVh6U7CysBrKlWlKmBtAddmWzOtFhRwghG5LJyUlpMT09zTvTDczNzdlPf2JiorWtipZNv3/Rj4Zx10v2uwWgiYEyCVmdQOVUCYxtIoR0HPv375+bmzN2zszMzM7O8ua0RMJOT08vLCz86PW3DClz/vz5RmjZqamp+fl5W0s99fhH2k42CeFn+sn0lOzPZP3SphGX1UkEP6mc0sC8TYSQziKXyy0sLBg7Z2dnG6qZIs0bNrZuMJicnGzhrTt79qzRnpGRkVrE64kTJ6SUc3NzJ06ciDT2qGMa0RdbOeVyuX/xha/mcrn2kk0QcDIAsGlrye5sn6ZZGo/y6EVmdZJo3tK/hBBCmszc3Jwx2J8+fXpmZoZ3pux9Gx8fr5dynZuba5AlqSLltLi4qO956vGPtLBJsbFNjgMAfZtLZVNPa1ppZ3UC0L87eulfKidCCOloJicnDavG0tLS1NQU70wy09PT9TJ0jY+PX7lypV61GWa8K1euVHT6sWPHrl69avS0VUFO8U46BwCcbOl+xy9tPnZWJ3Dp39QwtokQ0inkcjnD47O8vHzs2LHl5WXenGStWS9P2fT09NmzZ1voCDNQL4Cx88SJEy1pYZl0l4ZCanmIjB7qFE6vQ6lyUg67IzN02LXRgyOEkJTYw+HMzIxhbCAGkeHz9ZVfy8vLMzMzx44de+aFjwqNmZmZmZmZRovapaUlw0U7MjLSElddiWxKmR2goZRtgz69LkzjhEA8KYcdl/4lhJBOZHx83HAMnT592p5O1TT27dsnLAzdYNPkBo+MjJw9e7YuVU1MTNjya3l5eWpqaseOHbOzs6dPnzZKVZz+jh07Gt3N2dlZI8hpenp6//79rZRNnYJuc+rfYy79K9RiLFROhBDSadh2DoaBJ5PL5erlUFMx4MbOxcXFffv2tVC56tjxbQ2awbfRZFOJchLW0r/qp0zKTdAOdrVmwtgmQkj7Mzk5aRgP6J4ry9mzZ/Uph1evXq06R4PtHl1cXDx8+HD7RJXZvRsfH6/XzMENLpsAnDl+/ajMcOnfNDC2iRDS/hihKsvLy21i5GhbFhYWdKFZS+z8/v37Dffo0tLS4cOH263Ls7Oz9+7fS3htKJvKi6eIrE6iRDkxqxMhhLQ5k5OTRqKm2dlZzp5LwE4+eezYsaWlpbpoVkR5xNqB5eXl+X/5B/qeJhucnA3w6oQOOz2rkxTM6kQIaXdyudz09LTKwqxz586d6enpjlh8Ta25YS8bV2laHeN4mprKqhzj9bDTQqZnZGTEuP/z8/NVK7BG83/8q39p6OlmflKcjfECGVmdkpf+7cKsToxtIqTd2L9//8LCwp07d06cOGH/0Ve5i5Scigt6nZiYqHGZ25GREVuuGSafhPqnp6fv3Lmj1tywDSELCwtXrlxJaQbYv3+/cSRNTQn84s/9knHPZ2ZmalGZtsatXbPqyzAb7j/7xTNIrvne/XtG88bHx2tZQKaeskk1/ovf74zRtyQ3QWlWJ3S3cmJsEyFtxYkTJ86fP5/SHjM9PX3lyhV7onXkzPzp6en044c9bWpqaipNCPZzP/Xx8+fPl803qCbGp1Fy9q2wJ7qTUGL+9j/4R8a9qnGpPjsne9uamuJej6YlDc+Ojg1rv+bVr1LmIbHvU8NeIb/vkx8prL6975MfgYD03h4dG5YyLwT0E0fHhoG8tYGonfnSK6L0MJQekLcqNM8yij4NvOa4Eq4Q0unNCE02SSCjTFDSlcDFF56EwFEvU+MdjGpY82jt1dl93n92v1IG+ge+9D/9k5898KmKzhoZGTl//vzf+2//84s/fFNvwPyZf/KL/9nf1ReEz+Vy//iffenl3/pceWPAr/y6YeD5N//2j//qxl8m92vn07nf/YMTn5+qwKZ14sSJnU/n5r/25YRjfu2zv6b/+ufnv+084Y4+Mdzkp79tcKuxZ/gTTzhPuO3z7j31+Ef+xRe+OtA/EO65+MM3/4dTn9fbs/PpXMpehCLYEOV/cn4xuYNpur/nmZ2N+3Dd23L74g/ffO6nPh7u+dzLn/0///x/r9d9lhKA1EwvItr6EE7L/+L38YU3AeD4XwDAb7/u7/+9v/JLwyNHx4bV9slLMDYid0bO/DdOMdqjlxpnhVc3eOvo0FtHhr5zcPC7BwffPDR48dDgxUOD3ws23v7lwfwvD3734OCFg4M1xolz0GL3ef/Z/fTkcrnz58/LatE9aGEDIl11Zb95j4yM3Llzx1gmLNJ0ZLehusYneOv2799fqauxQU/fWDpNShlpumvVu2e/P5FPzQ41SzZA2scn55BM2X3dSVcpaZ5+pc2uFzFOOgnPBYCVBwDwIPAvF1YDu017E7n0bzHUyYOQ3RUnztgmQtqBubk5+y+7WjVix44dxoIVdnhvZDbCSAfN3NxcsvvMPmBqaipNLJFx1unTp2dmZvSWxwUmJyz90YjAmg2JnW6gLkmVjHdyeXm5zT104btn7GnOfDonbpRVA627DgDrK/5+t9AxY/CZ43FL/wpAqGSYFaUn6OgMmYxtIqTlRE4um5qaOnDggB3+PDs7e/jwYXv50si51rOzs0ZAkr0armEGsOOvK52Edfr06X379h07dswQbfPz84cPH7ZTe4+MjBhxwXGj3dLSEoPBI3WncaMOHz5cl1yghi1Kr1PN9DSMcD96/a0rV65MT0/HPdDwTYhbbebq1avJq9OkafbVq1cNedcaa5MSB0L4A22mBwB6NvmlmWy7jMEpRYy+DItSTp6f2kk4EILpCQghTUENP8Z3+gMHDiSbVU6fPm3nG7QdWGrJMFsbRbrqRkZGDEV19erVihYwWV5efvm3Pnfs2LGEMVutU1a25ZHDdtWz6BvBlStXbBfSj15/S83/b9qCaLZGqSVFk4HRC1WtPtPTlkfqLZqbm7tz506yeGooxqvSSmsTBJwMAGzaCgBbA6Nsts8v7SAM5RSkJ5ASUolDwayYhJAGMzk5aTvF0gx7i4uLaeZaLy4u2jIlcqabvdO2aSWwtLR04MCBf/Nv/7jskfa6KCMjI/bAtn//fqM9HeEhUukhzp8/n35GZC0vj6F0f29utl4zDe136erVq3Nzcyn7pRzHxgIvTcN4VXK5XBOaEZuAwHEAoG8zAGzuD2RTT+f9tTp5ycyHKQWko4xOUnSH2YmxTYS0FsPQMj8/n37Ys/VQ5Hhmu+pGRkaM69omqJmZmYpkyunTp9M7hmxbmi2bIiVgBz1ZZZWp12K6kfUbYWHz8/PJ0xJrlE2R5qVkxsfHz58/3zTbW4LCbkIbomWTEBAOADhZIDQywd/ZHCddfWOJSvJhCoSWJy/K7LTxlBNjmwhpIRMTE8aYWlGWHTuGI/IrtVqPzJZr4UBiBzwtLS3VmO+n7rJpeXm5EwOblG6ou6lDJb4yNGV91zypV5tzudzCwkKDtGPCR8N4W1ppbdKH23DQbfTo2+iw61A8SVG6hh0ddoSQRhokDLFSaSRvytDXSBm0sLCgNuzZcxW556rAnpNlt9wY5zrCQ5cgceo4bOdyOcOItbS0VPdHliB0lpeXZ2ZmpqamjHjtOBfhyMhIwnzJBmH76VosmzYkdnoC6YeKA6FyaqnDrqNn7RFCkk0sVTih7IlycUdGRhSpSXy2e64u87AqGtVs5WT0pYomVZEfKEHcqAB5ReQkr5mZmd+bi174xQ63r4WFhQW9ncqa2BxTnNJnO3bsmJ2dtU2G81/78rFjxyJzH0xMTDRzVd2KPhobQTa1UBzY6Qmklo6qUodd+6scxjYR0kLsvDhVmG0SLDQGtkFCTXrS99S+HEd1o5o9sNUum+rI1NTUvn37ZgMij5mdnZ3/2pd37NgROf2wjrrBeMr1SjdQlvn5+QMHDpSNvVtcXIxUTk2eWNcWTrruMXUYoeKejFZOymF3ZKaDHXaMbSKkVUSG3FZqHanI9xHpqtPViXK+tGRUs29IS2Zg1QWVW8veX9FqyunR84P/6PW3Et4W2+JlpFFIFnbp/aQqU6stHJsZ4dT8SDgH3U1JqHiU2anosJNNjXain46QjSqbmkCyAy7ler0tGdU6Kx58cXHR1g3j4+NNjoxuIfPz8/a71GQ/XZM/bi2WTW0iDiJyO+nKqWh2YlZMQkhltGoEjYsdPn36dL1S/lQngzaYpLAzvLdWNzQf+3Vq5leFrrA2tacdJc5hJ8KU6bLOk+yaeR8Y20RIt8mmSAcK2mC5t7qPc/oiHimpr7HNjvHvXM9jdW9aV3W/2510hnKyHXbFxE6yJCumEk+vCVeJpzb3qTG2iZD2wZ7RXQVp5FpkcG7ZVX5J7bqhg+5w7ebAsuFrG+xriZPGShHaKrrBaBHpsAsWZRFFn50mno7MDB15lW47QkgEZaeSNYjp6enI0ctOHd5Q7DYkW5s6UdI1yBG5b9++ONH8zAsfTZDUtpXRqEo3j9VueGvt5MfmNyY7Ojas/ZovyiOJfZ8a9gr5fZ/8SGH17X2f/AgEpPf26NiwlHkhoJ84Ojaszi3dQNTOWkphNzWqCEY9kedGneXzaeA1x4UEIJWuFIAUrtPrhF/xwvin3r6MkK4ELr7wJASOepnUNz8f34YyLUzse1NpbQO6vPu8/x3R/cc/vtfYs/PpXF1anlDJL/7cLyVoo+np6e/ffPPPz3+7iouGjU/ZhdH/yJRNm5/s1c+9ceeaLq3S35z2efp7ntlplG4b3Nro5iXUv/NpU7QNf+IJ5wk38mB356ppO/jZnynbeP2Apx5/wijdsn2TUcO2wa36rz2bsjXen/D0kY8PJ1+6OqSEbzBRCgBFC2/28rl85Dmehyvfzq8+wpU/e/vRfVz5s7cBFNYRHq82VPuMnfpG3Utt4oqSz4076+QlvPIsngMAXDg0FIonKVBYc+HnJvDvn9PruGuuinzyVgse8HW4EHj+jetpHkxCp8qWqptf9pjwDWiEny59Axr0V6OFV2cD2P2UV3//4gf4Qsmej+4Yqb3lCQ3I5XL/3R/+pmEOMewfv/Ub//DAgQNVhBm9/+Ply+fy6bvv/ZK55//5w3+tX/fdH1/HgWLpgMilqbmtnv6tZ983v/he+klDm5fc/fd/1nys+X//7tWrMQMl8stfLnk9nnnip5Ibb1z9o+PPGAe8++PrRg0f/OoD/df1lUIt96ekAb9aYqq4+B++3+gXI8ZJJ+G5ALDyAAAeBI+gsBpYWlpHM6OIwminbYMCwvDZ+RrUCYKh2nklYMY2EdIq7EXWGj3Nam5uzsgubWcvbJqrzuisfTean66w7tguuc5Ko2A4tvbv31+Rk9E+uJluO3tNw0Zf0YkzTqgwJnddCUN/v1sIjVddhD3JzgtCxYuyRHI9O0JINMZMq1wu17h12icnJ41FVGZnZ9WCIcaIolZcabSeMHpqTzqzl4LpuOdrP822Cvep9P2sVNlXGr7W0JvfMtkUzLlHpgcAejb5+zPZLjVdnDl+/cwJf5JdqXgqOj8dREy1o3gihNgzrRq0AIW9Jtri4qLKGH716lU7dfiJEycaGoJtd9MeoW1rU8dFhdsio4plB9tKNlWkp1vY/Vwu1/zFeWKcdAJOBgA2bQWArUGrsn1+aXeiZyhQ4kkq5SQkwjwFpVPt2sRnx7xNhLQQOx/g5ORkIwxOdnKBqampcHt2dtYQcPVdejaNbLJvha0pOytX5OTkpHHPl5aWOi7XudHgiYmJlGa/kZER43ldvXq17PIs9VLG9quSfmWYessmwHEAoG8zAGzuD2RTj3nYS/NNDcprh/RIEeJJQDp+zFOYHlMA2/e0i8+OsU2EtJCrV6/a37+rzp80NzcXaayanp42RhF7iRU7dbjt1KsXdgaE+fl5W0/Y41zjPJjJ6mdhYaHSJ5LL5ewQseQk7NPT0zWuOdgIIi2RKZ+ysScyn6rx3G0rUXXYHrqWWZuEgHAAwMkCoZEJ/k6OwYZ4kgJ2ekwHQsi2MzsRQtpkWNq/f3+l4/TExMSVK1ciNZNtN4pc0FcFOdkDZN39YuPj4/a4a7cnUjm1yto0MTFx586diiLljeh7NXK3PA97FdhSb2JiouytmJycNN7GuO7bcrkuYt14VZrjHHTSWClCndQcwVRHk1KjrVNHvYwST1KY6TElJAKzE0PFCelyFhcX7eFkfHz8/PnzacaPiYmJ8+fPLywsxLlOFhYWjD1xa9KpCHFDcqW3dkxOTqYZTc+ePWsbIeIsAcZoV+lMrvpy4sQJKWVcslDdXnL27Fn72UUuUdf+xOnpBJvT9PS0/drEdd8WNNPT0zU+5f379xvWpiZ46MDFVerCmeMRU+1UfnURHyrezMTijG0ipOXYLjMlWRYWFs6fP2+72JQDSI3iCwsLCa6rEydOGKWR1wrRA55CWZby278ya/3o9bdOnDhh66fp6enz58/bo2nkqJwwpjYoZL4i8XTlypXI5zIxMfH5qek7d+5EBtbEWdTan0hdqx6o8aAnf+XXz58/byuqhO4vLS3ZYt2uWZm4ZLoRq1Wh6Fn+LQtRiS6rVk6vPIsLh4Y8lR4zWI3FgwzSY0r1nwScIP3ohYND6XNj1gL9qoS0nOXl5cOHD589e9Y2Y9jfmyv6zm2MPWUHbzW9zjhrbm7ODg1OQJ2eJgJmeXn52LFjCTWr6+q2h/Hx8XbQHxU9l6tXr8ZZ+Drl/Tx27NjZs2cNI5C6CWUfdNnuz8/PG5UoCV71pARD6KcJRa8L5a1Nbb5IbVthLAasRJIeKu5AhPPshKTbjpDu4urVq4cPH67jH/dcLme752xjko3tqsvlcg0KTD527FjZLhuxNePj452VwEk92c5K12SztLSULHBr6b79ytVX0SZH4jdVNpEqxJO/GLDwfXZSS48ZiqcwsTjFEyFdpZwOHDhQS9SwnkfADsGxswzEmRZsr9nExERZ71hFY6rqbBrXSWRIcpMVQ9WD+unTp/ft29fpmkmxuLhYqf5bXFw8cOBAmlPqqCztF7VpkfhdLZsaZ0gzzE5Rq7IIIYXTrPSYjG0ipK2Ymprat29fRX6oxcXFqakptb69Ekb2XKfkECJ7sLfFyokTJ5LNPLOzs4cPH06zDPDs7Oy+fftSmtYWFxcNdVV7yHClsmnfvn2HDx+u6KGcPn368OHDHe2bi7sVaV4k5Zg7fPhwSjGtjFK1m4UG+gcMVb24uNg02VpBbJMtMjrOf1dL9FIVnDl+/cXPDEkpZBDtJAQEpAC27RK+eFLT7rSYJ0/iyMwQBF7B9Xr1jrFNhLQbSuLMzMyo1IL79++37StKTMRN6j59+rSo7bNd3Xi/uLj41uqPvHczExMTdrNVZHEVkUmnT5/Wg3xzudzk5GSTI5zUDZ+ZmRkZGVH9Un00DRtf+/LVN/ORaajSqMlGd6oul1CVqGSehoS9+MM3v/qVry0tLVURgq2U1v79+8fHxycnJ43FE1Wzy+qq//KX/74hqZv5nmyEkPAmi6GKUOHeRqi4EJBCCuWyixJPQkqJ2IDxKvrbzreIkC6naTEZdZd99R2r5ufnDZ/j9PR0ddKkjr2L7OPo2PDlc/lueDmVXjduQu3dX1paqnrWYS6Xm/z7v2aL3ebJptGxYe3XvHFrpMwb26Njw+qwcCNyZ1BtvorSuFPCjOT6kdoeGB2xLgcgb9RsdD9qp1FhxOcnvtSv6tMAgNccF0o8AVK4EBC9jihdq0b58gRcSPT2OR5w8YUnIXDUy9jVWheNbLlfdPISTk0O1/0Fir9iM2jt1dkAdr8Lu7/z6Zy6biOu/pX/65/99j/4R/oA+erx6fmvfZlPn90PmfyVXx/oH9D3/NG//sNmticbqRmlBCQun8t7BXhecVs4uHwuLyWEgH5iuG1vVFGa/pSEPSlrNk6M3JlwFV10J7cBwHOAsjxBYosAJNZXXSGglJPQ5JPwAAF3zVUxSR7wdbi65UlVa0v+uJa//DF86Qeo+9ej1n7lavkXvi5vALvfnd1//8fLl8/lG3T13zl3/OjP/Re6U+zzU9N/8LsR+YT49Luz+yMjI5+fmjZMTf/r73+tmW2IDQn3PABYfYSVB3h0398urGOD0fzwrDBaXIqS9JjhVDslnOobMM7YJkJIRxCZq5q3hSjsHBnp50A0WDZJeC4ArDzAw7t4sOxvF1b9UlIjZ45fP3OiZD1gWzwZeZ4cILdXQsojM0MXDlWmn5h8ixDSEdir0KRZHI10A3bG9vn5+eakuCwvm6T0p6y761hfw/qKv+0W/NJupo4SRFmetg+Z4kkKiUjxBDiAkFJICYnXhFuF8YkSihDSzszMzBhh4GVXiCMbHjtTeWTusZbJJiF8t06mBz296Nnkb2eyfimpo0w5c7yY5EmJJykgnQjLk/DgqPTiAg6k7rlL1k8vf4zPgRDSGSwvLxuJztW6uS1c35e0lrhs+C2ZZRnjpBNwMgCwaSu2bMfWnL+d7fNLSd0pyZApoJJk2jFPDoSQEJrxyYEUUm7fi9B5Zws1Kl1CSAdhp+IcGRlp0NovpP1ZWFgwzI3z8/OtytwRGxLuOADQtxmbtmJzv7+d7eHja5J4CgPG+/dEiycHQokn9U957pTzTuknvdpQSNFDRwjpCKampowJdBMTEwwP70Lm5uaMkKafXHu7Je65JNmkVp0F4GSR7fWNTE7W30nTRaMJA8a3DRYXtlMxTx70sCco8STUCneB805ILnJHCOlslpeX7STm09PTDA/vNs1kLD+3vLz88m99riXuuSTZVKKfgjincIM0h+ffMGfbKeedFFFhTzLCeReKJ8Y2EUI6jqWlJVs5nThxgsqpazUTgKmpqYs/fLOFrcrywdTCS/P5Ri9acub49Vee9ZdnkQKelFLAkxDCd95pqTKVNRDCk07pInffOTR0ZKjiRe4IIUS09Oty3Lp7LU/STZrA1NSUMTmgHZ6+wwfTEQQxT5Ba2JMMFmPxIPWcBYhJ+HTh4NCRVyPcdgx4IoQQQtpFNnFUrhdnjl8v9dwJT4U9SUBEO+/ChE9C+m47O2CcEEIIIWmgk64jUYvTXXzxSSmEyj4qhQR8550UUgaeOxWQ9pgjP3QhBIQEICFx4eCQ8uyF69wRQgghJBk66crQzqayo14m2nknzJwFN2/4i9z5YeMIJ9whznNHCCGEEANamzYCz79xXcm7Fz+jIselUkxCKN8dtu0KLE8SkNIRgIqL8k1VND4RQggh5aG1qZ6cvFSrdarG0/VU43GL3CFIlSmCmHEV9hQanypdJ5gQQgjpErKlE/nyetno2LCUeWN7dGxYHRZuRO4MqjUrVHtOXsKpychTkis0S0trhtERqzEA8vFNLZYa98TuVG0VGi2sqUK9KPz1zPH8qcnh1xwXEoB0gMd63A8LEL0O4AIi01uUyxIQ0u3pyyAQVhKQEBdfeBICR71M8gvU2omgLZ+E3OUNYPfZfXaf3e+2BmQvn8vbe6UEJC6fy3sFeF5xWzi4fC4vJYSAfmK4bW/opD8lZamx5+Ql6FmUqq7ZqL/2pkbejdorHB0bTmjqcwCAC4eGIPGTd5Hbi/VVVzqAlOtrrpbtCUIKb82VmpBSvjsP+DpcAHH+O7sBTf7YtPDqbAC7z+6z++x+FzYgNrbJ8wBg9RHcdchgO9sL0lkorfPW0SEpVZA4IEKrUjFVZpgBXkWRCy1bZjD3Tlw4OJQgoQghhJANT4xskvBcAFh5gPVHcIPtTY8F5giustJSDLtaWc4cvw7gxc8MSQEAnpR+WnEBAanWbLH1kyxGjvtaq0RCCWQd9zk+DEIIIV1DdEi4lL6bxl3H+hrWV/xtt4DA/kDqJoCagFqTLkiVCVkaM640kQcZlS3TT5gZ/hOAA8kQckIIIZRNPuGqvZke9PSiZ5O/ncn6pW2iBiq6bnKTNkwq88iO6I9MpRrXJtwJtcidJ7WlWorT7nT9ZEooWz/xE0UIIaTrZBMEnAwAbNqKLduxNedvZ/v80hoVTEdIjTp2quW3IrIBeqpMY6kWr9T41L/LlFAqf4FKYZDb6+sntexd7cYnrsZDCCGkPYkNCXccAOjbDK/Pn5jetxmCaZ42HCpV5ivP4sKhoYFBcfc6AOkE5qYw+MnzdZII9ZPKNu4BkHD0EPL2ix+vNBSMEEIIqUA2+cYEwMkW7VFOVislrRj7q+blj+FLP6hAP3kSAHKD8u4NCEB58ZSECrSQFkIu4Zgh5Fb8ODgFjxBCyAaVTSX6CVRLHY8QFagupWwuHBqSwk8uLgUkpJTQ5t/5+QtkMK9S2Z/8nclT8CihCCGEbEjZRKqmrQJ0yjbGdmOFxieotE9CIPTcBfkLMr6oknr+gkAUFe1PSMxiQP1ECCGEsonEypeOi7M5c/x62OYLh4YkRJhG3JMIIp98/50R/4RkCVWbfqo9aKlDnwghhJCWwBjvjaDDyqLyNtWl5uffuK5Pwds2KKTw8z+F+QuMFAYIpuAN7GpUFgNOviOEEELZ1EbKo6OJi0urpe9/+pXrR73MmRPF/E/F/AVaCoNICaX0U5jCQNdPkPLIzFBcIgPKI0IIIS2ETjpKw1pRLjzlvBvYi7s3ILT4caA4BU9fxQXxC+H5sVMMISeEENJm0NrUYRqlTbpj71TOu3DxFgnhQWwbFBJFE5SKgvIglU8ubiEXIYuruOT2SgEppNy+FxcODh2ZGXrrKNORE0IIaQ20NnWF3kqTt6le6DYhYwoehPRkkAgKEKGdqXQhYSHhBCHkSkJJCSGlo6xOEpDiwsGhrHC3vjr04iFaoQghhDRLNo2ODWu/5vWy0bFhKfPG9ujYsDos3IjbaZN8ShWlpTUj7pTkUruFxj0J1YxVIYKDU7a/yhbGlb40n3xuESHyJy+lav/JSzg1Wb7CmPsP4+6dOZ4PasNrjiuFm+nLAJDCdXqdIG2mz9Zt7sMPMgAAL9ubCYVWT68jASHdnr6MkK4EevscqBxRUmZ7sxdfeHLrjPsLL2TCuo56GaO1VvtLOhJfWoaqT6wXrW0Au8/us/vsfrc1IHv5XITKkRKQuHwu7xXgecVt4eDyubyUEAL6ieF2ZG32YZGnVFFal5rtel6az0fOSE9fYXIblNypse8V9U4pvzpWmOb+G78+p+ULeOvo0Pqap2xQws+OCelgfc1VB7trXliDt+YBEFLINU94gIC35gLI9GYg4a0WlFHKWy0om5aE+DrcUJFtH8SZStpf0ee2uhPr+IejhQ1g99l9dp/d78IGxDrpPA8AVh/BXYf08DvfxuojZHvxhTdpoiNlKJtOKUwEpWWBkioKSuknr2TynT4P0F/LRe1VLjwlm/zc5UFGKL9GAFIcmRl68SDjygkhhDRINkl4LgCsPMD6I7guMhn0bMamxyAEHKd0ICNtTzNjmxK0lE0oYt46OiSlnzZTLYHnv4mBhJIiME5pYkpIf3VpFQ6FYF2X4C32g6IQBEVxah4hhJBaiJ5Jp6Y5AXDXsb6G9RWsr8Fdh1soFrWhhaOKoi6h/dcTPHPcn4U3MOTPwvMgZLCKcDgLTwopRUQuKEgIKbQZeWJgF7bv8ufl6VPzHPhT81R2zSMzQ0de5dQ8QgghqcjGjbJqoM30oKcXTgaZDDI9yGSLRe2pkNpfw7E9CaiF8ACEiaAk4AHbBwFIJZ4AeBIiUFFesJKw9V4K9bVASPX9IHp1F31qnnae35iE+xnnheRqLYQQ0nWyCQJOBgA2bUVPH6QH4SDTg2wvnEy3eOjKBuh0hHpr+fhddRuUalGnv3XUl1BK+khIZW5StighzHAoYfx//AJ5QkLCd/D5pSq+CpUJKUIIId1AbLpLxwGAvs3YtBWb+7FpK/o2I9vj7+8SNox3r4o16Wq8G/W9dWeOXz9z/Przf1GSTnNLzpPCT6epJ9VUS7soV5xKrYmoBfLUP+ULDBd4EaLEnZfb66+XV1wy7+DQhUNDR16lU48QQrqRWCed+obtZE1hJRgM3oEIsXEkYDgL7+QlHHl1SAqBIH9moIqk1Nx5UgCiaItSqTX7d+H+7eDeyOJLLkvjyu0Jev5/Qb7NwsEh2qIIIaTbZRNF0gajnTVTLZ5EJaH0cCIVERVKH5XxKUxtgGCBPCmwdTfuv4cSl7OE8P8HpavsCXrh7DwnsEgZTr3trwJAy3OXt4N/lhBCuk42deJI3ISGtdWYxAFSJxQr6jV48TP+6i7KFhWuMRyKKimk2vDXdjEC9ySELNmr4qLCqXl2sigRJItq50wHfGcIIaQ6uJTvBkeph8jYpur0ZWc5+55/47pKbfD8X5SsMSyFgPBdeH6OA/jLDKt/fjSTkIaOUnFRQgYLD6t/QouOkoCMyHQQxkWpfxXd1frec+bjIISQquFSvh0w9tRuG9hIsU1lH0rcvTLXGLam5glg217cuwkEwVL2BD1hOPUsW5Ra/sXxqy0xRCF+mt72V/HiIbOR6rnHPbiTl3Bqkh9EQgihbCKdLPLa/D4oUXXm+HUlsEriyqUWWi5kOEFPV59CS1kuBWxbFPyU5YEaK81aLiwh5ec+lyoVQomcUlpKBUu9AsabE0IIZRMhrSacmhfqqguHhqQQvv+uKIl8i9TAXqgknA4qSBYFa5qeppp8Z6Ahp1RyBFtOKba/il9w3Of4/AghhLKJ1Jd2WJPOpm0Dk//0K0VbVMkEvSDHpkCcLaokxlxY0/T6d4eJD0q0lPB8v54upwTgCHWidEp1loQfRGXLKdQWgc5ocUIIoWxqF5XQKpoQ29Qpw2117YyIixJQC+cFokUO7MW9GyXLvwgtWdS23bh/O8LQFEorY3aGCpMqLg4j9JP8NWFU4HmJ/goCp7bP4MWDgMD2Qdy9UQc5RQghBEB2dGxY+zWvl42ODUuZtwdgm9GxYXVuuBGJXmqfkr40ueYqLpeyI7WckqIUVd+QyNKX5oulajvl5RJK9Z92R4zSuAr1xpQ7BWkqTF1a9pSIy5V+QADgzPE8gFOTw5BAbwbAa44LQArX6ctI4QLI9Dm6AUgA0nFFryOFK3ozRhEAwMv0OiXKCID0sr2OkB6AnqA0LBTSFUBPX8ZSYn5pb18GgPDcnt6MklMXX3gSwNYZFwK/8GLxxKOeXklElwG8NJ8/NTkc9QLHljaByKZ2ydXZfXaf3W+NbLp8LkKLSAlIXD6X9wrwPN9h4Kgp18IK2QDCSiJrsw+LPCV9aXLNVVwuZUdqOSV9aRU3pGml+k+7I0ZpFRU2oXfVtRDWNL3L5/KjY8Oq9DnNjqVizNfXilFPyua0BVhfdaXA+qobfv0Y2ANIfPAepMD6mlsqpwQE3DU/tsoNKvTzmwsIKRwUD5BhEnNfNsFbc5Wnz1tz1Qy+gb24d9P37nkrhdA69XW4ALYP4u5NbH916MX1tUjrlPHcw+6rO5P8CW3Q383mX7RNrs7us/vsfstkU1yB5wHA6iO46yVL+Way/iq/bUXdPVAbbOpZe8Y2bQAiXX56jLmetdwLfhazbgJh+igVJiWKgeUyPAXBkf4R2peW/l2AxP3bxfzmoWxyNE+fqsTP0in9bz52ok5HQnjI7cXdG9HT+pS6+uhrdPYRQrqUGNkk4bkAsPIA64/gushk0LMZmx6DEHAcc941aXPaNm9TR8vT0A2awJ9+pbiCnrJFvfiZQEgB0gFkhJzySwNFBRQn9EnltCsuwyf9bOWBivJDzmWwVow/R6+opYQEpB9jrk/rCxfgQ/y0PnWOklNZ4RYOlawnEwkDqgghG182Senn5XPXsb4Gdx1eD5ws3AKyElJSNXWY+LAPqC4t9cZOLB7ZzpQh5On7aCS0BEw5NaCCuGXRQKUm7olQLUl/wxdeQR6Ebbv9zAhqoRgpIlaLUXJKLWBsFKoF+IQHIHZaX7geH9SSfNKfBgjAkeYpSm69dWTIj0kXjZVTnANICGmZbBJB9FKmBz29cDLIZJDpQSZbLKJZomtFWDu0cOOtCahkhB5BpWoOJ+7JUDZBk00CkEUhBcCT2L431E9STz2FYopOXzGZ1ilVqYid1heux6dUkBBFOSTMzJ++BzBM/hmmTgCiM1GVvT+13GqKKkJIA2UThB/AtGkrevpKYpucTMd46Ki0Qjoltsl4ZHyC0BKaG8P/W0dVTk4BTUghTE0uIWXR0wctS6d0AFni6RO+CDIDp0KZozv7QhnkBEkTfGsTAGDbLnxwW5NoKMosWSqnBoJ1bHRnYHFnyfXNrAr+Hy/HLRwasq1WVEiEkKbLJsBxAKBvM7y+kpl0oqP8c+GSXl0+AHfEmnQJ669tSMLOxjkHk889g+unJodfOv4ONOvUkVeHBoaEH2kuip4+pV/UGnlhHLovpKT/oVYL8OmhVL6cQtHZ179LkzPKOoXi+jAqPl0E+igMqBrYhfu3w8RS0XIq+L5WnGN471aJzEKo2IoJP6We8LMYtP5qRKCV2mmYrJIFVlia8jBCSPfKJhEEkTpZ01wvGNbUySP0BrhKxzXPGFYbOsoq01QoQ1G6XAwAT5TEoSNYxnh7IKFCT5/+YR/YLX1LlTatTwo/Jbr6W1FcoS8hPh2AwLZduH+7aLXq3yVDA5VyBeob0OLWldIKrVYCcPTFbTw/vircQGC+Ghj0Y+wNk5W/6t8ggGJSUF1pJSwF+NJ8nmqJkK6WTZGDSluJpG6zRlDV1UWmtKGoav5rrKws+ocoTDE1MCTu3ghDy4sT90qm9QVaSrdFOUD/Hty7pZ2rxacDuqEriE83CMK1RDHDJ7bt9DcMqxW0rArKFShKQ9f1WCstjwOEUOv6+RpLN1kpgWWHtIcdUKas7TOm+Wr7IJBo3CoeBuZrIGSDyiaygWHeptYqnraV+2HglCGqXvzM0MCgLz3u3iiqJX1an5qTJ8NFXYIN5f67dzNIoBCIqoHdMhQlejCWElVFmVP6pa1osoKZVcHxUyX4xwhP2pYq4WH7Ll8GOppzUOqiKrjawB4AuHcr8AwGcwZVRquS75OB0hrYC3hmqd99xC7DXFbj8oNGCGXTBrdwNLo9Nba2I2Kb2vlVqc58VelZVT+jujv+QuuUIar0aX2eENIRXrDOcHFDy+1ZEp+uiQYlpzxgYE9RRQH6ksW+1So0WYVZFbbtKlEfKqBK+eBEGECuma/UyaFPMDRZhQIrDGnXY9tL5gxKX1SpcCtYmUftWYTb9+LerehlmA11ZRSml1lZx9161E/uoK88mFKT1RKwdfISTk3yDwOhbOo+usfrV3cvWKe0uV5NbZCRKf0bGGbLtKvVK4mssI6iyrBORVqq1IavsYRQMU+eKJFNSk7plqrQQqNLKwQzAQf24oNbvtJSAVVbd+PDe4FDUPiRVVHmq2iN5Qse6S81A5RuiJI5g2FGK8ewNpUqLdilUcswIwh4L6qrQCPpcwz1n7bGGtiLD+9K4Uk7nEs/BvAruXvT726YRmv7qzhyFHdvlEiucDs6rF4rPVWViDdWKGrJn0FGpJGOl020gnSb5WbjyeLGXaXGmlsrPdUiM4aoAnDkVV9OGZYqTxjWJmwfhAS2DQKQnoQEtu2BbkjSnYBKVEHbQKCxFFt3+5OCdZ9gGMnevzvYVWrj6d9ZzGi1bacW5F6qtJSj0HcpBoHyvmxCWOoHv+tWru27AOCD29i2C/duBypNFJO2K2mlNhTqV4GS0mL8vuZqDE1ifqpSLY1W6GfUJZcRVh8Kr7A0zBT/mnALyiomTGmFhGCvxITyZW1madyXVX9J4HxJQmsTTVxFGNvUic/O0BydtTxOQmtDOWXcz7jbe+TVwDPolBhttuQ8f12/IEnVtj2+yUpqqap8qXETA3sDhRS423zzlYN7t3y1ASm37sYH7/kp18OlAC11VbKzaOvyf0YFvwduxGKaBs0+pOTIgDbHsCRpe6ByFOpXUWr0coKkWbYlzFiXcPseTans9X+G6R70sHoBs1TLFC9ze2UoqkKBFZkyPrSWlS11ZIS1TO0bGAwi9NWa0zvX7h4aMiRXpGgLZ0qWEW2B+S2uNFyT8e4NP2dYseZA8IWLKVFpUTbRYtTZdE9sE6dbpvyoNjSWrr7PMc4zqOSUGs+3DQUB6YHhSlmqQmniwc9c5ad9CtJWKfNV6C6ENWfQmCeoY5T2B3FaysRl52vQjVvFfA0AIHQ1FsqsMDf8tp0lGmvbzlB4idDopXaGRxrOR31dQsUH78ltu0qkGDT5hTCUPigNd6pgtdCWpmeKD+1henx9aACLjL4P/ZW6aW1gT8nfru17cPemGaEvPOT2lDwMfVKk7tPU7Wp2abhdEuYfJQdze4razpHSkbJYs/TD/4/MDL140H+RlA5T+JIOpj9UF17JpYaeU5FtcaVx1UaozApL1c4Hy8WrR1oE00jGZJ9pcmlk+o+yFVadpM0opbWpLdRho0epBtWfZi3blggjKqc05qu421Wj9EyTvbMuD0hPUhXXbH1uoNRGeCWzwrHBKzVlbRv0vXmeNU9QJ/QY6qVh8Ht/UKqLKmNn8ZwA5Uk0NFYkMlAukYcVdZgQEH6e0lIPo6/JlG/R9z8Gwkvt1Ev9nbuLnkeV7HT7LqlMXMrPqNvDELggEWUA80sDfWbsLI7TqlRodjIZkc3ekGWhT9NwVkaWho5OXfnpO3XDW/DTLbHYSbVTQiKngtL2AF6YBkPk9hZVrHrlEIgttVNt5PYWdbNRWiyCEi4qbNAvLVYL3L2h1VZ60XACgVF/mtKioAeELF59+6D/At+9iYFB+daRIQCYKUrGkpq1PYbxz1SKQaneL700jMyzKywG4eny8dWSJpkNC1O4lYpdvfRPv+L/wcn+0ZW/GfuxlBe/evW5iv6QJZ+il9pHRpYmn/Kj18u0MOVVIkt/dSSicntnZFMTSpMbUEWFCaWqtZ735levfhwSrvvdr139GQh43ptf+/HHa7ycfivKPrtaHo1Rofr5R1eQUFpRhUapXXPKl0ffGVZSS5fj7qQM5lz98N9992tXf0Y93zTdL/to7EqSexf3DqT8QBmn6DetlpsfufNv/X9JH2d748XfvA8gF3iBHn9q78PCzS3ZvQ8LvplC31al/l//IUAWSwXk9r0RL8Pjj+956N4qCiBgc2bPI/eWI4HAGDP4+O5HhffUMZuzxW3F7l3+Hv0wHXXKtj0lOs9flhnYO7Tzkfu+vqEfaZcKKfcO7lpx/WwQu3K7Vgr+9vadgMTgnmLp9p2wZWa4M7JUP31TpritlG5uV8kpjw/uUq3Sye32j3l8cGdYau9MLo2sMNww73DGP2tzZucjr3j6jr3hA30PApuzuz8UfndyT2n1PwV7Z8hTI088WH83rrR/j28iVKV2tVt7/NPjLmTv1EtTXv2pkScePnxH5SPZWfSJyy2Z4usNYOfeouQq7pFaEfwaijtLNyJ3JpTqV1R7wibpbUs4zCjdsVf8vZmPQGDHlf7sf73ve3Hf/4QQlX4pTD5FL/3SD0RCabgduTPkmRc+mmzwsE9JrjC5NPmU5ONT9qiKChNK1U/HcQoFfOn7yGQyX/guhAPHcZJvdZrLxXUk4RTdHlB1hcaJ4Ytkl6Zvof021v562MaP9BWq9sTdSSkhPUgPX7yYEQKO43zx++YpkdvJzzruDtd+Q9StsA+IvO1xtekHR97ncGfka5ayNNz4v48bbsG3T17yfypOTYqX5t/WS0tf9beVGzGug/e9axDwhAzNJm+98+7OJyAknMDW8qBwLTz+3XevDZTKr5u3bz623TUO0wlP8eO6UPSpAbh244YSZ+GGTmTp9Zs3tgVGrIfuDYgSC9ONWze2aeHtBuFOtWEfE54ebn9wuyTZhG8AkwDwcP2meT9vF1f+eejdtO9GuDO5NLTJ9e+Krl+/0M1bN9X2zfdu6qXKQfr2zeu7dwtAvHf75mM74GVL3vbwoeizJvWi++5P4g6O26mXvnPtJ/bO5KvrR+pX112Wxokfrr4N4MH7UkL278AHt9G/2wNw/ea76lVRYYKBXxjGzsjS8FcA23b7G2o75MN7mccGXP2wsvWHTUpumyrVL3rvvcCnL3D3hriz9j066ZrkCGut2yibxe/9BwBwC8jU9ZkzlqgFd0xCevjvfwa/ex4idC2JpFeuuitW1NRKV9ZL9qm128uW5tNtNy90IyZ09u/+zt6fXJKP/zR+vOL1b3Z61oT0BCQcWfJE9WmGyumwZYcXai7TW6F7HrWFdARKortsD2M4KEaUimLI172bvrtKdzVWFAdmRuJr7kv9mHu3ZTgohhnnleT68IOMu+YWl46OcWjqKk0dqa82rUu3UMmpPn7wfom804PSPngfmd7MY9vcyPD/B7chBbbucDICnnRE1lkVYkuf+OAW1qUDYOeTeP8dIANsAoBCBtiEQgbvh/a1DN6/jZ1PFusslgYbO5/0T4wsVdt6/e+/U9rKyKtrlQP+KcXWonhMz6ZsIVMQGU9mcPcmHMfrkd6Hy15G4MF7on+Xln0DePBe0XX74D2EpfdvR5SGqDfowXta1g9ZzHyb6fV9xOFhqlpVg331sNQ4TL+6fkp40QfvwQlW6hQAZGlsE8e/Dcz/8h246wAgPT2OokmDSjtUuMGUn3qIngenPTpVhQbqoKeQvm323ED9ZY7McbX0SuHHK3LrHtxaw8pW4ENHAN/4H2/aebCMRYiN6wKwVyk2FtKREHY4ly7IIpKXCizfwvZB3L1elBR6FtO7dsZOCQkzy5Shw8IT71qh2ergINEUANwNvD2h8Lp7G9lef6N4dQdAMQ9WiDomMj9FePrAHr82tWGcaMg+NbiqUiXsoIf/Q3gS79+WfVnn3j3hCaeQybj9mYfvAQJrEB9e80f7gX4A+NBBuEfnQ92GaJUW7vWuOmv+MTF/BcLSpPqjSvVqI8/t6+mVa7j+HgBkHdeRyHremit6IR2BD2/DAT68Hd20sNSp8GOon+JIs36jwrjShOtGNjiI75If3CoOnRvN2kTxF4kQEI5vnOBizO35oqYfmL/4Pf8hOk5gbWrA50UNwAkHnJocBvItvIenJoebPykhlC+jY5Xd0rhZPO89s/pnp+XOZ/DtZXxia9/6Fu/iWVF2FlJcBoeE4/VliQ1RlWA5s0vDtFsqi2nJGOPg7g0gmMwYsnzL3xlZqh/jyxpRKsQQmMoCrQYU00zoI9y9mwkmWv/4uzeTSu1qw+Ol9o1FPx6athMCAtIFChIFV64L+VBASu/WX0dc9K+/V/17WJCZlUKhVR+9gsysFFwAGSEdoF9KlZbCg2xOA4TQpw00+DuqmpKrGWXbSDa1p9zZGDrs5Z/Gl74PKfGbfwu/fxFf/P5G6HiTR800KViqtrikOax4jPDVUqYnEMGiYz6DVZigymq7+r69lZ5b4yfl8qc+XLiJv30Alx/13BrFv/qfRSb4ZmP0rslJgOL6ZWQxNd6fBjXywqEhCbF8s/i2e0J4pV8BI9WYLcuSSxMOW74VdXVD2CkzMEQB8Dzvtus5jnffKz7TugmXgni4utoy2eRfXWaF2AS5NSsFsC69rBCiKcpJaEuGN142aRJZtJ+1ibaiBo1h2Sy+GHyzqcg+0drH0VmeprJH1rEvvmzK1nNYrb39Fd2rRj/0Ku6Gfop9ergnsuaEc5Nb8hvPSwCvfAJbMuv5v7P+o4d96b821GjtS2PTSrj65XP52u95Suz84KNjw5ffeKdVf5rsqythp0bXgsC6JyXQI+UHa+59F2uezNZVOK33Z+4/WmlV99f7M8sPVzY5YltGiIxYAwrAlozw/LQUDRc0TrD4UnNkE4JVw8tbmzpXwXSK/Ko9+jUuE0/ChRrtpGtmdqumPei41GqNkF/lNZMwFXDCM62jCjH8QXFeqsZJmfo+zTq+OekbmaC9HrryN/42gJVKVWbC/rrfcKa9Tins/mT/3vuuXC54kLi75j5w5R+8+6COl3t619YfX15uVWef3rX1P1lZ35oRPX2ZFReZvkyvEGsSm4SKnm54IIhta2zmI+ZMupYJtZZru85qcx0vXVHoSfLX/SbH1lQxfDa/VZW2JM7jU/aslLqt0mAjJJqaNoaMoPppND+/dLOh9Q943nurLYttGvC83756t4W3t7W2Rofvdzfw8sf4F7yrNX1bPaP0oqReLeQ7RgihbCIVkMac2T5uzboMcnHzg7pW5zXHXlLH2oxooY57dtRqhFA2kU79Q9kSSZQyNquFfazXbamuF5FGl3rpg2Y2u+5tqMLNV3sD2iTuihDSvbKJf1O6Tfa10FFSrzFvo760jetXLQ+9I5QK/44RQpokm5psOSAJpI9tqnqQqNQHVOOqHd2jSzp9aK96SlfT7lJ7BtoTQiibuv17YQub126ZwdMMVHUcblsV0ZLyumlCpBsUM1RHDdQOvsVmujgJIZRNHa9LNgYpV0uoqMKqV3LtRI1Yr9zKyZmZNpK+p9oghJCUZEfHhrVfyyShGR0rk5dWP8A+uKLT01QYdTqAfHhkpRXapepnmKEn7hT9Z5oK47pjXGh0bPjUJPTkQMbpZX8NT1c1hwecmhweHYPR5vAGGtuhhijXHRil6iqqDVbl+agr5ksfImJOyUfeDesdKNlIPte4nP0gwlKjp9pFi6WnJvWsQpEtROIp4a/RpyRXGD7chMuVdiqi5rBUa5h5SlQNTaW1DWD32X12vwsbkLUT5CdQ9mD9APvgik5PU2HcwfZGFS1U2/rPhFP0n3p6vbgK47pjlCa0MLK2UGAZpS9/DK/EXD3uhiQ3L64BYd/t9kdup78/yQ1Os6G2jRbG3eqE0ure0pTvpG0HOnkp1atSxUue0NRXno3+EqWfMjo2XNFfj0b83WxhA9h9dp/d784G1BTbRMN+C4lcviOOusQ2VRG10zjqvuJY1c1o/3Ds9qyNEEI6kbYICeef4+ZrrPo+rM59gu3f8ga1kB86QgipAq5J10Z6per0g8zX0BGaoJ0n4VNLEUJIGlpsbdrYf6bbp3ctX5Ou7K3ouDeBCoMQQiibSMXDZPPn9qfBaFVCbFN7Wqo61ChCLUUIIZRNhKNpQ3rXqtuS/rrtk+Gabx0hhLQDrYxt6sI/6xzJKJrryKnJFk8DJoSQboPWpq5QOVK23U3o2ilsdWkY9TchhFA2UQNV1pdTk2nTpOqxTW14HzoxC1TbXpqKihBC2ks28e/yxpaJ7WzM4LtHCCGkw2QTB1SO33w9CCGEUDZtfOo73z69m6z2cb2Wgb+W2CZqLEIIIaQjZRPHs+oouyYdbywhhBCy0WQT5RfvHh8rIYQQyqa2gIu7EUIIISSO7OiYHp1TJnXe6NgwkFc/w1/tA+ztyD3BpSuqMLaRWkeiK7S3jcudmhx+aT4fX2FSU/UK7WO0/WaFkZezTinuUcKutObyFUqJZ14YtjqCqBtikLeuZZeaO5MrjKkqtsJTk6qFEaXxdzi5hWUuNzoWe4JRmlh5M2htA9h9dp/dZ/e7rQHZ5CzDrzxbYoBRB4en2Ofqe5JLI+uptMKyR8adbnQkuXlpmqpXGHdwZIXhHU6oUB1TUXuMPUL4eiVN++PqSS6197/ybKzGTXiU6Z/y6Niw3ra4y6WvsIrPbWuTdLe2Aew+u8/us/td2AA66TqJVqVGbJOYIWaGJIQQ0loomzjo1rmz1CKEEEIom0gH6xsjb1OjlU1y/dRVhBBCKJs2lM7YYJTN20QIIYSQDSKbmqBsujZupp1XoCOEEEK6SzZ125BcXX8pXAghhBDKJtIWcE06QgghpP6yiWaP5tOEe87YJkIIIaT+sol0rbTizSGEEEIom7puxKWMIIQQQiibSJXKibFNhBBCCGVTV4ie2mFsEyGEENIo2RQ5bNP1QwghhBDKJkIIIYQQQtnUADrO8Na1sU00kRJCCKkj2dGxYe3X/OjYcPgTQLgRbCOuVDtGPz5v7yk9OFWF2k8YB1i1IbH9dtv0UxDVvJJS60SkqTCh1K6qbKneF+vI6FOEQFzLQ05NYnQM8Y2JJLm0ilMqq7BspxpNCy/dDg1g99l9dp/d77YGZC+fK1Eh6tdwp15q7zTOjTw+soZKK7SrskluaqVtS64w/DV8cskVJpRGdiq5NPnWJZ+SfA/L3lhLaQ3Xt8KKWjg6Nnz5XP6VZ2OVdBM+t1V0f8M0gN1n99l9dr8LG0AnHWkj6FMjhBDSzlA2dcVgz7xNhBBCSIfJppOXKINaA/M2EUIIIR0mm+quSF6az6e8KL0/lKSEEEJIh8mmuo+7VQzDyadsvHGdSoUQQgjpUtlEqoCxTYQQQghlE0kFY5sIIYQQyiZCCCGEkG6VTUYgTqdMvmurm9YRNRNCCCGUTaQdYWwTIYQQ0haySTdIGMahFtoqNrCZpIquMbaJEEIIaQvZVJdxnc4g3jFCCCFkY8qmbh6za08cRQghhJAukk3tpl1IMoxtIoQQQjasbGKq7vrC2CZCCCGkdrKjY8Par/nRseHwJ4BwI9gOj4k4OETb71drFCVWCLtOu0K7hVap0cJiS6zLJbQB8TtR2ovYU0qPKV9h6lIk1hxJcmk11L3CDro6G8Dus/vsPrvfbQ3IXj5XonjUr+FOvdTeaRwcV4ldlFyhfa5d4eVz+VeexclLqZoaWVv6xiQ0bHRsOPKwhO3kCsuWvvIsdN2ZUHMkyaVVvLj1rbCDrs4GsPvsPrvP7ndhA5i3qStgbBMhhBDSSbKpVcE9LQ+Taoc4LcY2EUIIIZ0km7qKWqQSJwkSQgghlE0UB4QQQgihbOoQXVVjnZ0r9RjbRAghhLReNp2aHOZNbH9RpWKbaOEjhBBCmiGbOOISQgghhLKJEEIIIYRQNhEAjG0ihBBCKJtISpi3iRBCCKFsAhh3RQghhJCOk02UL5SDhBBCCGVTtwiU5iiVxl0lrmbGNhFCCCGUTRtErjUaxjYRQgghlE2EEEIIIU0iOzpWTPN9ahKjYwDyo2PDQB5A6YZClYYHI+bgvH5K6c7oCiM31BF2hfGnxO1EulLjVqDskQlFZc+tnYZW3v4N6PLu8/6z++w+u8/ut56Tl/yfxoZeajTdPtg4xdgZWWHkRlyFcRtxO1OWJtyQ6p5c+qs09L1pUGwTP7f8u8nus/vsPrvfVQ1oRyfdRppB1iZ9YWwTIYQQsjFlU0OVB2f1E0IIIWTDyiZCCCGEkC6STbTxtBbmbSKEEEIaKJsodDbSrWBsEyGEENJA2US9QgghhBDSMbKJEEIIIYSyiTQVxjYRQgghlE0kFYxtIoQQQiibCCGEEEIomwghhBBCKJtIk2FsEyGEEELZlATzF4QwtokQQgihbCKEEEIIaRLZ0bFha2c+2Kk28gC0w/LGKaXHFDeiTrE34nYisTRlhUmcmsToWB3uYJprNY7WXp3d5/1n99l9dp/d78IGlHDyUsnGyUvFPXqp3vTwGH0jrsKypZGNSWhhXIV8cUMaFNvEzy3/brL77D67z+53VQPopOsKGNtECCGEUDYRQgghhFA2EUIIIYRQNpEmw7xNhBBCSPvKpipyJjHNUuNgbBMhhBDSvrKJEEIIIYSyiRBCCCGEsolsUBjbRAghhFA2kVQwtokQQgjpVNnE6G9CCCGEUDYRQgghhFA2kY6FsU2EEEIIZRNJBWObCCGEEMomQgghhBDKpkpgjDkhhBBCGk12dGzY2pkPdqqNPADtsLxxSukxxsGRFcZdLpJ8ihZWVGGdaea1qr76j17PP/PCcNd2nw1g99l9dp/dZ/cbxclLJRsnLxX36KV608NjjIMjK4wrTW5MvSrki8vuswHsPrvP7rP77H51MLaJEEIIIYSyiRBCCCGEsolUBPM2EUIIIV0qmzhvrlKYt4kQQgjZ+LKJCokQQgghlE2EEEIIIZRNpM1gbBMhhBDSdrKpyT61U5PDfIRpYGwTIYQQ0nayCYxGIoQQQghlEyGEEEIIZRPZ4DC2iRBCCKFsIqlgbBMhhBBC2UQIIYQQQtlECCGEEELZRJoMY5sIIYSQ2smOjtmpj/LBTrWRB6AdljdOiTomucK40mqoe4X1aADa7epCNOqedET32QB2n91n99l9dr9RnLxUsnHyUnGPXqo33TgmucK40nrduFoq5IvL7rMB7D67z+6z++x+HHTSEUIIIYRQNpEAxjYRQgghlE0RcHUXG+ZtIoQQQiibCCGEEEIomwghhBBCOks21dHnRfdZq2BsEyGEENIM2UQ2AIxtIoQQQpokm2glIoQQQgihtYkQQgghhLKJBDC2iRBCCKFsIqlgbBMhhBBC2UQIIYQQQtlECCGEEELZRJoMY5sIIYQQyiaSCsY2EUIIIbWTlZYh4ks/EGpnuBFZmnJ/clHZUkIIIYSQ9uXkJXMjslQxOjaccHDZorKlyYRXbxWtbQC7383d5/1n99l9dp/dbz500nUFNOcRQgghlE0kFYxtIoQQQiibCCGEEEI6TTZxuV9CCCGEUDaRjoexTYQQQghlE0kFY5sIIYQQyiZCCCGEEMomQgghhBDKJtJkGNtECCGEUDaRVDC2iRBCCKFsIoQQQgihbCKEEEIIoWwiTYaxTYQQQghlE0kFY5sIIYSQ2vn/BwDANk9bEfqS8wAAAABJRU5ErkJggg==)

The function is located at **RMLTimeDomain::DampingConstant** in the RMathLib DLL. As follows the COM function signature.

**HRESULT DampingConstant**

**(**

**[in] VARIANT inputSignal,**

**[in] long sampleRate,**

**[out, retval] double\* dampingConstant**

**);**

Because the function works fully autonomous while searching the peak and find a suitable filter constant,no further information apart from the signal and the sample rate is needed to find the damping-constant. The exponential regression results aside from the damping-constant the amplitude of the exponential function and the position of the peak, which will not pass to the user and only calculated for internal use.

***Special explanatory notes for the usage of the damping-constant extraction algorithmus:***

We propose the usage of the damping-constant algorithm only with a **dropped band-pass** filter. An example as shown in the picture should illustrate this: An as OK declared component has a given impulse response fingerprint with a corresponding long decay signal. As we can see in the picture above the signal second order dominant own frequency is the only order which has a significant difference between the OK and NOK component. But in the NOK signal, the fourth order component has a significant level and influences the damping-constant more than the information carrying second order own frequency. An adequate dimensioned band pass filter should avoid this problem.
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Illustration 1: Sample OK spectrum Illustration 2: Sample NOK spectrum

***Appendix:***

**Header Function Description Envelope-Method:**

**/\*\***

**\* (c) RTE Akustik + Prüftechnik GmbH**

**\***

**\* @file envelope.h**

**\* @class Envelope**

**\* @version 1.0**

**\* @date 2008**

**\* @author Christoph Lauer**

**\* @brief This function implements a basic envelope calculation which uses the hilbert transformation.**

**\* @see http://www.numerix-dsp.com/envelope.html**

**\* @todo finished and tested so far.**

**\*/**

**//------------------------------------------------------------------------------------------------**

**#ifndef RTE\_MATH\_ENVELOPE**

**#define RTE\_MATH\_ENVELOPE**

**//------------------------------------------------------------------------------------------------**

**namespace rte**

**{**

**namespace math**

**{**

**//------------------------------------------------------------------------------------------------**

**/\*\***

**\* This class implements an envelope calculation with the hilbert transformation. More details about the**

**\* implementation can be found into the functions. The Hilbert transform works best with AC coupled,**

**\* band-limited signals. To perform an inverste Hilbert Transformation can be computed with the aid of**

**\* the Hilbert Transformation and post negation. Beacause our implemenation is based on the FFT we can**

**\* say thast the performance of the Hilbert Transformation is blindingly fast. THe speed should be a little**

**\* bit more than the 2\*FFT time --> approximately 2\*N\*log(N)+rest. Because we implemented this algorithms by**

**\* hand this collection of the hilbert and the envelope calculation benifits heavyly from the copmpiler**

**\* optimizations so we advise for perfomance purposes to compile this code with the compiler optimization**

**\* "-O3", because we are not sure to make the best perfomant implementation here.**

**\*/**

**class Envelope**

**{**

**public:**

**//-------------------------------------------------------------------------------------------------**

**/// this enummeration specifies both calculation methods for spectrum envelope**

**enum ENVELOPE\_CALCULATION\_METHOD**

**{**

**/// For this method the signal will be decomutated and the max taken from the hilbert and signal**

**ENVELOPE\_CALCULATION\_METHOD\_ABSOLUTE\_VALUE,**

**/// For this method the absolute value from both will be shifted trough a FIR filter**

**ENVELOPE\_CALCULATION\_METHOD\_FIR\_LOW\_PASS**

**};**

**//-------------------------------------------------------------------------------------------------**

**/\*\***

**\* This function calculates the envelope of a given time domain input signal with two**

**\* different methos derived from the hilbert transfromation. Both methods build first the**

**\* DC absolute value of the so called analytiv function from the given input signal. The calcualtion**

**\* of the analytic function has a need for the hilbert transformation phase shifter which is**

**\* also implemented into this file. After the analytic function is calcualted two methods**

**\* are implemented for the envelope calculation:**

**\* 1.) The second method calcualtes simple the absolute value of the analytic signal sqrt(h^1+x^2)**

**\* 2.) The first method build the max of them and allpies an simple FIR low pass.**

**\* The calculation method can be switched with the "method" flag.**

**\***

**\* @param inputSignal This is a pointer to the input signal.**

**\* @param length This value specifies the length of the input vector.**

**\* @param method This enummeration flag specifies the mwthod used for the calculation**

**\* of the nevelope.**

**\* @param firLowPassAlpha For the FIR filtered method this value specifies the filter constant**

**\* used to smooth the signal. A lower value results a higher low pass.**

**\* @return The return value of the calculation is the signal envelope. Note that**

**\* the result vector of this function will be allocated into this function**

**\* so no pre allocation is needed.**

**\*/**

**staticdouble\* calculateEnvelope(constdouble\* inputSignal, constint length, const ENVELOPE\_CALCULATION\_METHOD method, double firLowPassAlpha = 0.54);**

**//------------------------------------------------------------------------------------------------**

**private:**

**/\*\***

**\* THis method applies a standart FIR low pass Filter corresponding the formular**

**\* y(n)=( alpha\*x(n) + (1-alpha) \* y(n-1)), where is in the intervall 0..1 and has a typical**

**\* value of 0.97. The low pass filtered signal will be pre allocated into thsi fucntion**

**\* so no pre allocation of the output signal is needed. The legnth of the output signal**

**\* is the same as the length of the input signal.**

**\***

**\* @param input This value points to the input signal.**

**\* @param length Ths is simpel the length if the input signal.**

**\* @param alpha This value prepresents the FIR filter coefficcient.**

**\* @return The result of the calculation is the low pass filtered vector**

**\* of the input signal.**

**\*/**

**staticdouble\* applyFirLowPass(constdouble\* input, constint length, constdouble alpha = 0.54);**

**//------------------------------------------------------------------------------------------------**

**/\*\***

**\* This function calculates the hilbert transformation for the given input sample vector.**

**\* We decide to use the FFT hilbert transformation where the given input signal will be first**

**\* transformed in the complex frequency domain. In the frequency domain we shift the signal**

**\* in the frequency doamin by 90 degrees while applying the hilbert transformation formular:**

**\* H(X(jw)) = -j \* sign (w) \* X(jw). The corresponding result will be back transformed into**

**\* the time domain and given back as result. Note that we implement a FFT version of the Hilbert**

**\* transformation so we need an input vector which has a power of two.**

**\***

**\* @param timeDomain The time domain input Signal.**

**\* @param length The length of the input signal. The length should be have a length**

**\* from a power of two.**

**\* @return hilbertDomain The hilbert domain output signal. Note that the output vector**

**\* will be allocated into the fucntion and must not explicitely**

**\* preallocated. THe length of the vector is the same as the**

**\* length of the input signal.**

**\***

**\*/**

**staticdouble\* fastHilbertTransform(constdouble\* timeDomain, constint length);**

**//------------------------------------------------------------------------------------------------**

**}; // class Envelope**

**//------------------------------------------------------------------------------------------------**

**} // namespace math**

**} // namespace rte**

**//------------------------------------------------------------------------------------------------**

**#endif// RTE\_MATH\_ENVELOPE**

**Header Function Description Damping-Constant-Method:**

**/\*\***

**\* (c) RTE Akustik + Prüftechnik GmbH**

**\***

**\* @file damping\_constant.h**

**\* @class DampingConstant**

**\* @version 1.0**

**\* @date 2008**

**\* @author Christoph Lauer**

**\* @brief Try to propose the Damping Constant of an given input inpulse signal**

**\* @see http://de.wikipedia.org/wiki/Dämpfungskonstante**

**\* @see http://en.wikipedia.org/wiki/Regression\_analysis**

**\* @todo finished and tested so far**

**\*/**

**//------------------------------------------------------------------------------------------------**

**#ifndef RTE\_MATH\_DAMPING\_CONSTANT**

**#define RTE\_MATH\_DAMPING\_CONSTANT**

**//------------------------------------------------------------------------------------------------**

**namespace rte**

**{**

**namespace math**

**{**

**//------------------------------------------------------------------------------------------------**

**/\*\***

**\* This class collects functions to find a suitable exponential expression for an exponential function**

**\* which matches best the envelope of a given impulse resonse from a resonance analysis. The class**

**\* implements only two functions, the main function wehich steers everythig, and the exponential**

**\* regression function which try to find a suitable exponential function. This function makes heavily**

**\* use of the envelope function class-collection whish was defined outside of this function file.**

**\* The main function is implemented to find the damping constant autonomously and try to match the**

**\* best values. The higher the damping constant the faster signal convergates to the zero line =>**

**\* Higher Damping. The fucntion try to match the best physical units and the result shound return a**

**\* value with unit 1/s which can be guarated by the sampleing rate. Another core function of this**

**\* class-collection is the exponential regression whis here implemented with a fallback to a linear**

**\* regression where the solution can found in every statistical book. THe exponential regression**

**\* returns the amplitude and damping factor of the function f(t)=A\*exp(-bt), where b is thedamping**

**\* factor and the amplitude A can be forgotten.**

**\*/**

**class DampingConstant**

**{**

**//------------------------------------------------------------------------------------------------**

**public:**

**//------------------------------------------------------------------------------------------------**

**/\*\***

**\* This function does the following steps to extract the damping constatnt of the given signal.**

**\* 1.) It trys to find the envelope of the given signal with the envelope function.**

**\* 2.) Second step is to find the peak value and some significant values to build a suifficient**

**\* point cloud form the following exponential regression.**

**\* 3.) In the third step this function try to find via an exponential regression the exponetial**

**\* curve of the given data cloud, which is given back by this function.**

**\* This function steers all the other functions like the envelope function of the exponential**

**\* regression function and try to do all the things autonomously to find the correct values for the**

**\* peak and all the other values for the damping constant extraction. The sample rate is needed to**

**\* make the result independent from any A/D wanler values. The output has the unit 1/s which will**

**\* outperform from the sample rate. This function is the interface function for the outside of this**

**\* class.**

**\***

**\* @param signal A pointer to the input signal.**

**\* @param length The length of the given input signal.**

**\* @param sampleRate The sample rate of the given input signal.**

**\* @return This fucntion returns the found damping constant in 1/s.**

**\*/**

**staticdouble proposeDampingConstant(constdouble\* signal, constint length, constint sampleRate);**

**//------------------------------------------------------------------------------------------------**

**private:**

**//------------------------------------------------------------------------------------------------**

**/\*\***

**\* This function calculates the exponential regression for the given point-loud and try to find the**

**\* best exponential function which matches the point cloud. The resulting exponential function can**

**\* be described with the formular: f(t) = amplitude \* exp ( - dampingConstant \* t). The exponential**

**\* regression can be break down to a linear regression and that's the way it is implemented into this**

**\* function. We first transformate the values from the exponential space into the linear domain,**

**\* solve the simple linear regression values for the slope and the intersection and transformate**

**\* the result back into the exponential domain. Note that our impelmentation works only for positive**

**\* numbers. For the envelope calculation this case is not relevant, because the all the numbers from**

**\* the envelope are positive.**

**\***

**\* @param pointsX A pointer to the given point cloud X-values.**

**\* @param pointsY A pointer to the given point cloud Y-values. Note taht htis function has a**

**\* side effect which modifyes the y points vector.**

**\* @param length The number of points in the point cloud.**

**\* @param amplitude The resulting amplitude of the exponential function.**

**\* @param dampingConstant The resulting damping constant of the exponential function.**

**\*/**

**staticvoid exponentialRegression(constdouble\* pointsX, double\* pointsY, constint length, double& amplitude, double& dampingConstant);**

**//------------------------------------------------------------------------------------------------**

**}; // class DampingConstant**

**//------------------------------------------------------------------------------------------------**

**} // namespace math**

**} // namespace rte**

**//------------------------------------------------------------------------------------------------**

**#endif// RTE\_MATH\_DAMPING\_CONSTANT**